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Here a, b, c, d are nodes and the lines between them are edges.

There are different types of graphs like

1. Direct and Indirect Graphs
2. Weighted and non-weighted graphs
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Indirected Graph

Directed Graph
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Non - Weighted Indirected Graph

Non - Weighted Directed Graph
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Weighted Indirected Graph

Weighted Directed Graph

We can represent graphs using matrices

**Keep 1’s in place of these numbers**

**0 1 1 3 2 3 0 2 0 3**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 |
| 0 | 0 | 1 | 1 | 1 |
| 1 | 1 | 0 | 0 | 1 |
| 2 | 1 | 0 | 0 | 1 |
| 3 | 1 | 1 | 1 | 0 |

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA4AAAAyCAYAAABs8OoHAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAABASURBVEhLYxgFo2AUjIJRQBL4/5+BEcokDeTeYmCPvsXAB+USD+z3M7AwkGtr+nkGBShzFIyCUTAKRgExgIEBAF/SB+ktR9/cAAAAAElFTkSuQmCC)

These are edges

**Adjacency Representation of Graphs (Adjacency List) :-**

**Adjacency List**

|  |  |
| --- | --- |
| **0** | **1, 2, 3** |
| **1** | **0, 3** |
| **2** | **0, 3** |
| **3** | **0, 1, 2** |

**Edges**

**0 1 1 3 2 3 0 2 0 3**

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 |  |  | 1 |  |  | 2 |  |  | 3 | N |
|  |  |  |  |  |  |  |  |  |  |
| 1 |  |  | 0 |  |  | 3 | N |  |  |  |
|  |  |  |  |  |  |  |  |  |  |
| 2 |  |  | 0 |  |  | 3 | N |  |  |  |
|  |  |  |  |  |  |  |  |  |  |
| 3 |  |  | 1 |  |  | 2 |  |  | 0 | N |
|  |  |

**There are two different ways to traverse through the graph :**

BFS - Breadth First Search

* It works on Queue.

DFS - Depth First Search

* It works on Stack

We have a visited array initially with filled will all ‘0’s when we visit that particular node it’s value is changed to ‘1’ and we will not consider it when we traverse through the queue and find them in the adjacency lists.

Suppose we have nodes like a, b, c, d, e, f, g then, our initial visited array will be like this with an empty queue

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| a | b | c | d | e | f | g |
| Initial Visited array | | | | | | |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |
| Empty queue | | | | | | |

Suppose we have queue filled with a, d, g then, our visited array will be like this

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 1 | 0 | 0 | 1 | 0 | 0 | 1 |
| a | b | c | d | e | f | g |
| Visited array | | | | | | |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| a | d | g |  |  |  |  |
| queue | | | | | | |

Here 0 means unvisited and 1 means visited.

**BFS - Breadth First Search :-**

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  | 0 | 1 | 2 | 3 | 4 | 5 | 6 |
| 0 | 0 | 1 | 1 | 0 | 0 | 0 | 0 |
| 1 | 1 | 0 | 1 | 0 | 1 | 0 | 1 |
| 2 | 1 | 1 | 0 | 1 | 1 | 0 | 0 |
| 3 | 0 | 0 | 1 | 0 | 1 | 1 | 0 |
| 4 | 0 | 1 | 1 | 1 | 0 | 1 | 1 |
| 5 | 0 | 0 | 0 | 1 | 1 | 0 | 0 |
| 6 | 0 | 1 | 0 | 0 | 1 | 0 | 0 |

**Edges**

**0 1 0 2 1 2 1 4 1 6 2 3 2 4 3 4 3 5 4 5 4 6**

**Adjacency List**

|  |  |
| --- | --- |
| **0** | **1, 2** |
| **1** | **0, 2, 4, 6** |
| **2** | **0, 1, 3, 4** |
| **3** | **2, 4, 5** |
| **4** | **1, 2, 3, 5, 6** |
| **5** | **3, 4** |
| **6** | **1, 4** |

There is a visited array and queue of size 7 since there are 7 nodes in the above graph

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 |
| Visited array | | | | | | |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |
| Queue | | | | | | |

Since there it is a graph we can start traversing from any of the nodes of a graph

**Here I am taking my initial node as 0.**

1,2 is the adjacency list of 0, So we place **0,1,2** in our queue and change the value of 0,1,2 in visited array from 0 to 1

**Adjacency List**

|  |  |
| --- | --- |
| **0** | **1, 2** |
| **1** | **0, 2, 4, 6** |
| **2** | **0, 1, 3, 4** |
| **3** | **2, 4, 5** |
| **4** | **1, 2, 3, 5, 6** |
| **5** | **3, 4** |
| **6** | **1, 4** |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 1 | 1 | 1 | 0 | 0 | 0 | 0 |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 |
| Visited array | | | | | | |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 0 | 1 | 2 |  |  |  |  |
| Queue | | | | | | |

Now we have to go for adjacency list of 1 since it is after 0 in the queue by ignoring the already **visited values 0,2** and **insert 4, 6** as they are not visited and change the value of 4,6 in visited array to 1.

**Adjacency List**

|  |  |
| --- | --- |
| **0** | **1, 2** |
| **1** | **0, 2, 4, 6** |
| **2** | **0, 1, 3, 4** |
| **3** | **2, 4, 5** |
| **4** | **1, 2, 3, 5, 6** |
| **5** | **3, 4** |
| **6** | **1, 4** |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 1 | 1 | 1 | 0 | 1 | 0 | 1 |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 |
| Visited array | | | | | | |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 0 | 1 | 2 | 4 | 6 |  |  |
| Queue | | | | | | |

Now we have to go for adjacency list of 2 since it is after 1 in the queue by ignoring the already **visited values 0,1,4** and **insert 3** as it is not visited and change value of 3 in visited array to 1.

**Adjacency List**

|  |  |
| --- | --- |
| **0** | **1, 2** |
| **1** | **0, 2, 4, 6** |
| **2** | **0, 1, 3, 4** |
| **3** | **2, 4, 5** |
| **4** | **1, 2, 3, 5, 6** |
| **5** | **3, 4** |
| **6** | **1, 4** |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 1 | 1 | 1 | 1 | 1 | 0 | 1 |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 |
| Visited array | | | | | | |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 0 | 1 | 2 | 4 | 6 | 3 |  |
| Queue | | | | | | |

Now we have to go for adjacency list of 4 since it is after 2 in the queue by ignoring the already **visited values 1,2,3,6** and **insert 5** as it is not visited and change value of 5 in visited array to 1.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 1 | 1 | 1 | 1 | 1 | 1 | 1 |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 |
| Visited array | | | | | | |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 0 | 1 | 2 | 4 | 6 | 3 | 5 |
| Queue | | | | | | |

**The traversal of graph from 0 is 0, 1, 2, 4, 6, 3, 5**

**Edges**

**0 1 0 2 1 2 1 4 1 6 2 3 2 4 3 4 3 5 4 5 4 6**

**Adjacency List**

|  |  |
| --- | --- |
| **0** | **1, 2** |
| **1** | **0, 2, 4, 6** |
| **2** | **0, 1, 3, 4** |
| **3** | **2, 4, 5** |
| **4** | **1, 2, 3, 5, 6** |
| **5** | **3, 4** |
| **6** | **1, 4** |

**Now I am considering 3 as my initial node for the same tree.**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 |
| Visited array | | | | | | |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |
| Queue | | | | | | |

1. Check the adjacency list of 3.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 0 | 0 | 1 | 1 | 1 | 1 | 0 |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 |
| Visited array | | | | | | |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 3 | 2 | 4 | 5 |  |  |  |
| Queue | | | | | | |

1. Check the adjacency list of 2. **visited values 3,4 insert 0,1**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 1 | 1 | 1 | 1 | 1 | 1 | 0 |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 |
| Visited array | | | | | | |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 3 | 2 | 4 | 5 | 0 | 1 |  |
| Queue | | | | | | |

1. Check the adjacency list of 4. **visited values 1,2,3,5 insert 6**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 1 | 1 | 1 | 1 | 1 | 1 | 0 |
| 0 | 1 | 2 | 3 | 4 | 5 | 6 |
| Visited array | | | | | | |

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 3 | 2 | 4 | 5 | 0 | 1 | 6 |
| Queue | | | | | | |

**The traversal of graph from 3 is 3,2,4,5,0,1,6.**

**Minimum Spanning Tree (MST) :-**

We can find the minimum spanning Tree of a weighted graph by using n nodes and n-1 edges of a graph.

Suppose we have the following graph
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|  |  |  |  |
| --- | --- | --- | --- |
| 5  4  1 | 3  4  5 | 4  6  1 | 1  4  3 |
| Weight = 1+5+4 = 10 | Weight = 5+3+4 = 12 | Weight = 1+6+4 = 11 | Weight = 1+3+4 = 8 |
| 5  6  1 | 6  1  3 | 4  5  6 | 6  5  3 |
| Weight = 5+1+6 = 12 | Weight = 1+3+6 = 10 | Weight = 5+4+6 = 15 | Weight = 5+3+6 = 14 |

Some of the possible spanning trees for above graph are the following

From the above minimum weight we calculated is 8. Therefore the minimum spaning tree of given graph is
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We can find the minimum spanning trees of a graph by using two algorithms

1. Prim’s Algorithm
2. Krushkal’s Algorithm

**Prim’s Algorithm :-**

1. In this algorithm, First we have to find the minimum weighted edge and it’s edge ended nodes.
2. We can use of those two node’s to check all possible connected nodes to that node.
3. Then, select the minimum weighted edge to form in the next step in graph and remove it from our checking list.
4. Each time you check, you ignore all the possible cycle fomations.

Let our graph be
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3

Minimum weight in the above graph is 1 i.e; between 3 and 5.

Let 3 be our initial node

|  |  |  |  |
| --- | --- | --- | --- |
| 1)  3 – 4 -> 6  3 – 5 -> 1  3 – 1 -> 5 | 1 | 2)  3 – 4 -> 6  3 – 1 -> 5  5 – 4 -> 3 | 3  1 |
| 3)  3 – 4 -> 6  3 – 1 -> 5  4 – 2 -> 2 | 2  3  1 | 4)  3 – 4 -> 6  3 – 1 -> 5  2 – 1 -> 4 | 4  2  3  1 |

Here In step 4, we formed minimum spanning tree with weight 10 by using all 5 nodes and 4 edges

**Kruskal’s Algorithm :-**

1. In this algorithm, First we have to find the minimum weighted edge and it’s edge ended nodes.
2. We have to write all possible edges in the increasing order of weights.
3. Then, select the minimum weighted edge to form in the next step in graph and remove it from our checking list.
4. Each time you check, you ignore all the possible cycle fomations.

Let our graph be
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|  |  |  |  |
| --- | --- | --- | --- |
| 1)  1 – 6 -> 10  3 – 4 -> 12  2 – 7 -> 14  2 – 3 -> 16  4 – 7 -> 18  4 – 5 -> 22  5 – 7 -> 24  5 – 6 -> 25  1 – 2 -> 28 | 10 | 2)  3 – 4 -> 12  2 – 7 -> 14  2 – 3 -> 16  4 – 7 -> 18  4 – 5 -> 22  5 – 7 -> 24  5 – 6 -> 25  1 – 2 -> 28 | 10  12 |
| 3)  2 – 7 -> 14  2 – 3 -> 16  4 – 7 -> 18  4 – 5 -> 22  5 – 7 -> 24  5 – 6 -> 25  1 – 2 -> 28 | 14  12  10 | 4)  2 – 3 -> 16  4 – 7 -> 18  4 – 5 -> 22  5 – 7 -> 24  5 – 6 -> 25  1 – 2 -> 28 | 16  14  12  10 |
| 5)  4 – 7 -> 18  4 – 5 -> 22  5 – 7 -> 24  5 – 6 -> 25  1 – 2 -> 28 | 22  12  16  14  10 | 6)  5 – 7 -> 24  5 – 6 -> 25  1 – 2 -> 28 | 25  22  12  16  14  10 |

In step 5 and 6, (4 – 7 -> 18) and (5 – 7 -> 24) forms a cycle. So I ignored and removed them and continued with the next minimum weight.

Here In step 6, We formed the minimum spanning tree with weight 99 by using all 7 nodes and 6 edges .

We can find the shortest path trees of a graph by using two algorithms

1. Dijkstra’s Algorithm
2. Warshall’s Algorithm

**Dijkstra’s Algorithm :-**

1. In this everytime, we check the node, weight, status of a node.
2. First select any node and take it as initial node with weight ‘0’ and it’s status is taken as permanent(P) where remaining nodes weight is taken as infinite and temporary(T) status.
3. Now we want to check it’s all possible edges and select minimum one from that where weight of the edge is minimum of (previous edge, new edge). It’s weight is calculated from the initial edge.
4. Ignore the cyclic formations.

Let our graph be

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| For vertex 0   |  |  |  | | --- | --- | --- | | **V** | **W** | **S** | | 0 | 0 | P | | 1 | inf | T | | 2 | inf | T | | 5 | inf | T | | 6 | inf | T | | 7 | inf | T | | 8 | inf | T | | Check edges of 0  0 -> 1 =>  min(inf,4) = 4  0 -> 7 =>  min(inf,8) = 8  min(4,8) = 4  So 1 node will be created with 0 and make 1 as permanent. | 4 |
| For vertex 1   |  |  |  | | --- | --- | --- | | **V** | **W** | **S** | | 0 | 0 | P | | 1 | 4 | P | | 2 | inf | T | | 5 | inf | T | | 6 | inf | T | | 7 | 8 | T | | 8 | inf | T | | Check edges of 1  1 -> 7 =>  min(8,15) = 8  1 -> 2 =>  min(inf,12) = 12  min(8,12) = 8  So 7 node will be created with 0 and make 7 as permanent. | 8  4 |
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And consider 0 as initial node

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| For vertex 7   |  |  |  | | --- | --- | --- | | **V** | **W** | **S** | | 0 | 0 | P | | 1 | 4 | P | | 2 | 12 | T | | 5 | inf | T | | 6 | inf | T | | 7 | 8 | P | | 8 | inf | T | | Check edges of 7  7 -> 6 =>  min(inf,9) = 9  7 -> 8 =>  min(inf,15) = 15  min(9,15) = 9  So 6 node will be created with 7 and make 6 as permanent. | 1  8  4 |
| For vertex 6   |  |  |  | | --- | --- | --- | | **V** | **W** | **S** | | 0 | 0 | P | | 1 | 4 | P | | 2 | 12 | T | | 5 | inf | T | | 6 | 9 | P | | 7 | 8 | P | | 8 | 15 | T | | Check edges of 6  6 -> 8 =>  min(15,15) = 15  6 -> 5 =>  min(inf,11) = 11  min(15,11) = 11  So 5 node will be created with 6 and make 5 as permanent. | 2  1  8  4 |
| For vertex 5   |  |  |  | | --- | --- | --- | | **V** | **W** | **S** | | 0 | 0 | P | | 1 | 4 | P | | 2 | 12 | T | | 5 | 11 | P | | 6 | 9 | P | | 7 | 8 | P | | 8 | 15 | T | | Check edges of 5  5 -> 2 =>  min(12,15) = 12  min(12) = 12  So 2 node will be created with 1 and make 2 as permanent. | 8  2  1  8  4 |
| For vertex 2   |  |  |  | | --- | --- | --- | | **V** | **W** | **S** | | 0 | 0 | P | | 1 | 4 | P | | 2 | 12 | P | | 5 | 11 | P | | 6 | 9 | P | | 7 | 8 | P | | 8 | 15 | T | | Check edges of 2  2 -> 8 =>  min(15,14) = 14  min(14) = 14  So 8 node will be created with 2 and make 8 as permanent. | 8  2  2  1  8  4 |

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAMAAAADCAMAAABh9kWNAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAMUExURWXLAGbMAGXMAAAAAHE8tt8AAAAEdFJOU////wBAKqn0AAAACXBIWXMAAA7DAAAOwwHHb6hkAAAAD0lEQVQYV2NgZGSEYEZGAABCAArS6nRvAAAAAElFTkSuQmCC)

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| **V** | **W** | **S** | 5 | 15 | P |
| 0 | 0 | P | 6 | 13 | P |
| 1 | 4 | P | 7 | 8 | P |
| 2 | 12 | P | 8 | 14 | P |

**Warshall’s Algorithm :-**

1. In this algorithm we work with adjacency matrices of a graph.
2. First, we write the adjacency matrix of graph and take it as A0 graph.
3. Then write n adjacency matrixes using the formula

**Ak(i, j) = min(Ak-1(i, j) , Ak-1(i, k) + Ak-1(k, j)**

1. Finally formed matrix will be the adjacency matrix of required shortest path tree.

Let our graph be
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|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| A0 | 1 | 2 | 3 | 4 | 5 | 6 | **1 – 2 -> 2**  **1 – 3 -> 4**  **2 – 4 -> 7**  **2 – 3 -> 1**  **3 – 5 -> 3**  **4 – 5 -> 2**  **4 – 6 -> 1**  **5 – 6 -> 5** |
| 1 | 0 | 2 | 4 | inf | inf | inf |
| 2 | 2 | 0 | 1 | 7 | inf | inf |
| 3 | 4 | 1 | 0 | inf | 3 | inf |
| 4 | inf | 7 | inf | 0 | 2 | 1 |
| 5 | inf | inf | 3 | 2 | 0 | 5 |
| 6 | inf | inf | inf | 1 | 5 | 0 |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| A1 | 1 | 2 | 3 | 4 | 5 | 6 | **A1(2,3) = min(1, 2 + 4 = 1**  **A1(2,4) = min(7, 2 + inf) = 7**  **A1(2,5) = min(inf, 2 + inf) = inf**  **A1(2,6) = min(inf, 2 + inf) = inf**  **A1(3,2) = min(1, 4 + 2) = 1**  **A1(3,4) = min(inf, 4 + inf) = inf**  **A1(3,5) = min(3, 4 + inf) = 3**  **A1(3,6) = min(inf, 4 + inf) = inf**  **A1(4,2) = min(7, inf + 2) = 7**  **A1(4,3) = min(inf, inf + 4) = inf** | **A1(4,5) = min(2, inf + inf) = 2**  **A1(4,6) = min(1, inf + inf) = 1**  **A1(5,2) = min(inf, inf + 2 = inf**  **A1(5,3) = min(3, inf + 4) = 3**  **A1(5,4) = min(2, inf + inf) = 2**  **A1(5,6) = min(5, inf + inf) = 5**  **A1(6,2) = min(inf, inf + 2) = inf**  **A1(6,3) = min(inf, inf + 4) = inf**  **A1(6,4) = min(1, inf + inf) = 1**  **A1(6,5) = min(5, inf + inf) = 1** |
| 1 | 0 | 2 | 4 | inf | inf | inf |
| 2 | 2 | 0 | 1 | 7 | inf | inf |
| 3 | 4 | 1 | 0 | inf | 3 | inf |
| 4 | inf | 7 | inf | 0 | 2 | 1 |
| 5 | inf | inf | 3 | 2 | 0 | 5 |
| 6 | inf | inf | inf | 1 | 5 | 0 |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| A2 | 1 | 2 | 3 | 4 | 5 | 6 | **A2(1,3) = min(4, 2 + 1) = 3**  **A2(1,4) = min(inf, 2 + 7) = 9**  **A2(1,5) = min(inf, 2 + inf) = inf**  **A2(1,6) = min(inf, 2 + inf) = inf**  **A2(3,1) = min(4, 1 + 2) = 3**  **A2(3,4) = min(inf, 1 + 7) = 8**  **A2(3,5) = min(3, 1 + inf) = 3**  **A2(3,6) = min(inf, 1 + inf) = inf**  **A2(4,1) = min(inf, 7 + 2) = 9**  **A2(4,3) = min(inf, 7 + 1) = 8** | **A2(4,5) = min(2, 7 + inf) = 2**  **A2(4,6) = min(1, 7 + inf) = 1**  **A2(5,1) = min(inf, inf + 2) = inf**  **A2(5,3) = min(3, inf + 1) = 3**  **A2(5,4) = min(2, inf + 7) = 2**  **A2(5,6) = min(5, inf + inf) = 5**  **A2(6,1) = min(inf, inf + 2) = inf**  **A2(6,3) = min(inf, inf + 1) = inf**  **A2(6,4) = min(1, inf + 7) = 1**  **A2(6,5) = min(5, inf + inf) = 5** |
| 1 | 0 | 2 | 3 | 9 | inf | inf |
| 2 | 2 | 0 | 1 | 7 | inf | inf |
| 3 | 3 | 1 | 0 | 8 | 3 | inf |
| 4 | 9 | 7 | 8 | 0 | 2 | 1 |
| 5 | inf | inf | 3 | 2 | 0 | 5 |
| 6 | inf | inf | inf | 1 | 5 | 0 |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| A3 | 1 | 2 | 3 | 4 | 5 | 6 | **A3(1,2) = min(2, 3 + 1) = 2**  **A3(1,4) = min(9, 3 + 8) = 9**  **A3(1,5) = min(inf, 3 + 3) = 6**  **A3(1,6) = min(inf, 3 + inf) = inf**  **A3(2,1) = min(2, 1 + 3) = 2**  **A3(2,4) = min(7, 1 + 8) = 7**  **A3(2,5) = min(inf, 1 + 3) = 4**  **A3(2,6) = min(inf, 1 + inf) = inf**  **A3(4,1) = min(9, 8 + 3) = 9**  **A3(4,2) = min(7, 8 + 1) = 7** | **A3(4,5) = min(2, 8 + 3) = 2**  **A3(4,6) = min(1, 8 + inf) = 1**  **A3(5,1) = min(inf, 3 + 3) = 6**  **A3(5,2) = min(inf, 3 + 1) = 4**  **A3(5,4) = min(2, 3 + 8) = 2**  **A3(5,6) = min(5, 3 + inf) = 5**  **A3(6,1) = min(inf, inf + 3) = inf**  **A3(6,2) = min(inf, inf + 1) = inf**  **A3(6,4) = min(1, inf + 8) = 1**  **A3(6,5) = min(5, inf + 3) = 5** |
| 1 | 0 | 2 | 3 | 9 | 6 | inf |
| 2 | 2 | 0 | 1 | 7 | 4 | inf |
| 3 | 3 | 1 | 0 | 8 | 3 | inf |
| 4 | 9 | 7 | 8 | 0 | 2 | 1 |
| 5 | 6 | 4 | 3 | 2 | 0 | 5 |
| 6 | inf | inf | inf | 1 | 5 | 0 |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| A4 | 1 | 2 | 3 | 4 | 5 | 6 | **A4(1,2) = min(2, 9 + 7) = 2**  **A4(1,3) = min(3, 9 + 8) = 3**  **A4(1,5) = min(6, 9 + 2) = 6**  **A4(1,6) = min(inf, 9 + 1) = 10**  **A4(2,1) = min(2, 7 + 9) = 2**  **A4(2,3) = min(1, 7 + 8) = 1**  **A4(2,5) = min(4, 7 + 2) = 4**  **A4(2,6) = min(inf, 7 + 1) = 8**  **A4(3,1) = min(3, 8 + 9) = 3**  **A4(3,2) = min(1, 8 + 7) = 1** | **A4(3,5) = min(3, 8 + 2) = 3**  **A4(3,6) = min(inf, 8 + 1) = 9**  **A4(5,1) = min(6, 2 + 9) = 6**  **A4(5,2) = min(4, 2 + 7) = 4**  **A4(5,3) = min(3, 2 + 8) = 3**  **A4(5,6) = min(5, 2 + 1) = 3**  **A4(6,1) = min(inf, 1 + 9) = 10**  **A4(6,2) = min(inf, 1+ 7) = 8**  **A4(6,3) = min(inf, 1+ 8) = 9**  **A4(6,5) = min(5, 1 + 2) = 3** |
| 1 | 0 | 2 | 3 | 9 | 6 | 10 |
| 2 | 2 | 0 | 1 | 7 | 4 | 8 |
| 3 | 3 | 1 | 0 | 8 | 3 | 9 |
| 4 | 9 | 7 | 8 | 0 | 2 | 1 |
| 5 | 6 | 4 | 3 | 2 | 0 | 3 |
| 6 | 10 | 8 | 9 | 1 | 3 | 0 |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| A5 | 1 | 2 | 3 | 4 | 5 | 6 | **A5(1,2) = min(2, 6 + 4) = 2**  **A5(1,3) = min(3, 6 + 3) = 3**  **A5(1,4) = min(9, 6 + 2) = 8**  **A5(1,6) = min(10, 6 + 3) = 9**  **A5(2,1) = min(2, 4 + 6) = 2**  **A5(2,3) = min(1, 4 + 3) = 1**  **A5(2,4) = min(7, 4 + 2) = 6**  **A5(2,6) = min(8, 4 + 3) = 7**  **A5(3,1) = min(3, 3 + 6) = 3**  **A5(3,2) = min(1, 3 + 4) = 1** | **A5(3,4) = min(8, 3 + 2) = 5**  **A5(3,6) = min(9, 3 + 3) = 6**  **A5(4,1) = min(9, 2 + 6) = 8**  **A5(4,2) = min(7, 2 + 4) = 6**  **A5(4,3) = min(8, 2 + 3) = 5**  **A5(4,6) = min(1, 2 + 3) = 1**  **A5(6,1) = min(10, 3 + 6) = 9**  **A5(6,2) = min(8, 3 + 4) = 7**  **A5(6,3) = min(9, 3 + 3) = 6**  **A5(6,4) = min(1, 3+ 2) = 1** |
| 1 | 0 | 2 | 3 | 8 | 6 | 9 |
| 2 | 2 | 0 | 1 | 6 | 4 | 7 |
| 3 | 3 | 1 | 0 | 5 | 3 | 6 |
| 4 | 8 | 6 | 5 | 0 | 2 | 1 |
| 5 | 6 | 4 | 3 | 2 | 0 | 3 |
| 6 | 9 | 7 | 6 | 1 | 3 | 0 |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| A6 | 1 | 2 | 3 | 4 | 5 | 6 | **A6(1,2) = min(2, 9 + 7) = 2**  **A6(1,3) = min(3, 9 + 6) = 3**  **A6(1,4) = min(8, 9 + 1) = 8**  **A6(1,5) = min(6, 9 + 3) = 6**  **A6(2,1) = min(2, 7 + 9) = 2**  **A6(2,3) = min(1, 7 + 6) = 1**  **A6(2,4) = min(6, 7 + 1) = 6**  **A6(2,5) = min(4, 7 + 3) = 4**  **A6(3,1) = min(3, 6 + 9) = 3**  **A6(3,2) = min(1, 6 + 7) = 1** | **A6(3,4) = min(5, 6 + 1) = 5**  **A6(3,5) = min(3, 6 + 3) = 3**  **A6(4,1) = min(8, 1 + 9) = 8**  **A6(4,2) = min(6, 1 + 7) = 6**  **A6(4,3) = min(5, 1 + 6) = 5**  **A6(4,5) = min(2, 1 + 3) = 2**  **A6(5,1) = min(6, 3 + 9) = 6**  **A6(5,2) = min(4, 3 + 7) = 4**  **A6(5,3) = min(3, 3 + 6) = 3**  **A6(5,4) = min(2, 3 + 1) = 2** |
| 1 | 0 | 2 | 3 | 8 | 6 | 9 |
| 2 | 2 | 0 | 1 | 6 | 4 | 7 |
| 3 | 3 | 1 | 0 | 5 | 3 | 6 |
| 4 | 8 | 6 | 5 | 0 | 2 | 1 |
| 5 | 6 | 4 | 3 | 2 | 0 | 3 |
| 6 | 9 | 7 | 6 | 1 | 3 | 0 |

Therefore, The required shortest path graph is

3

2

1

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFQAAAA1CAMAAADoHTwMAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAB7UExURWbLAGbMAGXLAGbKAAAAAGTPAGXMAGjQAGLNAFzQAGTMAGXKAGPNAG3IAGXNAGTLAGPLAGbJAGXOAGTNAGLKAGTJAGbNAGLEAF3JAGPGAGfLAGjRAGTQAGTIAHHGAGHOAAD/AGTOAGnKAGfMAGvJAF/fAGDKAF+/AAAAAMwzXzgAAAApdFJOU/////////////////////////////////////////////////////8AUvQghwAAAAlwSFlzAAAOwwAADsMBx2+oZAAAAO5JREFUWEet0UkOxCAMRNGw7Jtw/xM2ESZKGDyU60uRCIsny1zlrnLrKJkdaEtuCF3tE7TV79Ld6J2oHHagLR77QgcrP4k+aK0/CjuhMq2c0RaUwW7QvLpD0+weTaoHNKee0M7KMdoZTagKiqsaCi9WRVFVR0HVQLsaZS0UGtZGgWEdaJx1odEdONHYsF40NKwfDbAR1K2GUK8aQ51qEPWpUbSzcjwVRx0qgNoqgpoqhFrPhaGGCqK6iqIqi6OKmkC7umMz6GAXN4cOdWKT6H7YNLpjCej6YhR0Zknol6Wh79Xy0IctVPRhuWirlFL+HhSKEzC73o8AAAAASUVORK5CYII=)

2

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEUAAAAuCAMAAABJYCSCAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAB1UExURQAAAGXLAGbMAH+/AGbLAGXMAFzQAGfLAGbNAGTPAGfMAGTIAGTJAGTMAD+/AGXKAGnSAGPNAGHOAGfHAGTLAF+/AGfOAGPSAHHGAGnDAGXNAGbKAG3OAGnKAGbJAGjQAGPUAG/PAG3IAGLNAGnNAGXOAAAAAKBEHhUAAAAndFJOU///////////////////////////////////////////////////AINWl9kAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAC8SURBVEhLrc7JDQMxDEPRwMW4/xKjkQaOV1ki8088PfBT6UqptFKeWEUR9oshnKKGIIzSDEbpEFjpDVQZDVCZDEhRY0AAZTXyihozklW2RlY5IDnlYKSU0xEprjhIXPGQqOIaUeWChBQ1PCSg3I2rYsTFuChBw1XChqfEjbOSMQ6KEWFjq6SNjQIYq4IYiwIZswIig4Iag4IjnUIgP4VBmsIYTeEQUx6DQVShEVF4Q5R/IKa8G0+Ud+HV+gVxnLTktwxPlQAAAABJRU5ErkJggg==)

1

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAYAAABgCAMAAAAJv/M9AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAB4UExURWXLAGbMAGXMAAAAAGbLAGTIAGbJAGbNAGXKAGXNAGbKAGXOAGTNAGnKAGnSAH9/AAD/AH+/AH/UAFTGAFzQAFvIAF/PAG3IAGLXAGrUAGq/AHHGAF/fAF+/AG22AFXUAG3aAGrJAGfLAGPNAGPLAGfMAGTMAAAAAH/aOewAAAAodFJOU////////////////////////////////////////////////////wC+qi4YAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAAJElEQVQoU2NgZGRUV1cfmZQ6mB6lgBSYpoAC0aRRQJqgEkZGAAZZLU29rUKZAAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAABkCAMAAAB97NoVAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABjUExURQAAAGbLAGbMAGXLAH//AFWqAFX/AAD/AGXMAGfPAGXNAGbKAGfLAGPNAFzQAGXKAGTLAGbNAGfIAHHGAGDKAGrNAF3JAF/PAH+/AGLKAGXOAGTMAGfMAGbJAHPQAFXUAAAAACe3V5cAAAAhdFJOU///////////////////////////////////////////AJ/B0CEAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAA5SURBVDhPY1BQUGBiYlIYABpEkUADKRgNNINkGkINP5pY/2PQEAbx6tFpCIMMGsygJg1i0IZmYgIAfmc0OxiStjoAAAAASUVORK5CYII=)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAG0AAAAHCAMAAAA1STNYAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAABRUExURQAAAGbMAGXOAGXNAGXLAGbKAGbNAGbLAGXMAGfMAGrJAAD/AFWqAGXKAGvJAGPNAGfLAGLKAGPUAGTIAGTJAGTMAGTLAGLNAH/UAGnKAAAAAJDG+40AAAAbdFJOU///////////////////////////////////ACc0CzUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAABKSURBVDhPrdLBCQAgDEPRukb3H1RoPwgFbSi+gwchyUHNP1qdX2vUNSxOIlPRoci1g7yOXODqrq6N0feW70ZiKjoU9ZeQ15FTuG+bcC130liI+gAAAABJRU5ErkJggg==)